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5. **The Introspect Framework**

Introspect is a light weight [Java](http://en.wikipedia.org/wiki/Java_(programming_language)) [Application Framework](http://en.wikipedia.org/wiki/Application_framework). It provides a framework for writing business like applications for viewing and editing information in forms and tables (not for graphical application s such as games)  
  
With the introspect framework you only need to create domain classes. Introspect provides you the user interface, without writing any user interface code. This means is that the Introspect Framework is ideal for rapid prototyping or rapid development,or to learn programming Object Orientated Design Or Domain Driven Design (e.g. at schools).  
  
The Introspect framework provides different user interface implementations that you can use for:

* The desktop (based on [Swing](http://en.wikipedia.org/wiki/Swing_(Java)))
* Mobile devices (based on [Android](http://en.wikipedia.org/wiki/Android_(operating_system)))
* The web (based on [Vaadin](http://en.wikipedia.org/wiki/Vaadin))
* [Command line](http://en.wikipedia.org/wiki/Command-line_interface)
* And others

If you want to start coding right now (even if you are a beginner) please go to the [IntrospectGettingStarted](http://ntenhoeve.github.io/#Getting Started) section. If you want to know more about the Introspect Framework keep reading....

1. **Why the Introspect framework was developed**

Almost everyday new libraries, frameworks and tools are being released by the developer community, many of which reinvent the wheel.  
  
This is called the "Yet Another Framework Syndrome" (YAFS), or in more general terms "Not Invented Here" (NIH). While innovation is something we should all welcome, YAFS can lead to confusion and frustration for users because there's a big risk of it introducing more noise than value.  
  
So why did I develop a new framework while there are so many Java application frameworks out there?

1. **Reason 1: Because its fun**

Probably the best reason ever!

1. **Reason 2: Because I wanted to learn**

The journey of developing yet another framework has thought me more than I could have learned implementing an existing framework. Specifically on how other frameworks solved issues that I run into.

1. **Reason 3: Because I wanted it a bit different**

I love the thoughts behind the [Naked Objects Framework](http://nakedobjects.codeplex.com/) (for [.net](http://en.wikipedia.org/wiki/.NET_Framework)) and the [Apache Isis Framework](http://isis.apache.org/) (for [Java](http://en.wikipedia.org/wiki/Java_(programming_language))). But looking at the Apache Isis Framework, there are several things I wanted to do it different in the Introspect framework (good or bad is all open for debate):

* The [domain objects](http://en.wikipedia.org/wiki/Business_logic) and service objects (often repository objects) usually extend a convenience class that contains methods to interact with the Apache Isis framework/ object container. Extending such a class is not mandatory, because you can implement these methods in your objects, but to me this still ignores the principle of "Naked objects" or [POJO’s](http://en.wikipedia.org/wiki/Plain_Old_Java_Object) .
* [Apache Isis](http://isis.apache.org/) uses (depends on) [Maven](http://en.wikipedia.org/wiki/Apache_Maven). Maven has its pros (managing dependencies, and standardizing the build process), but is also famous for its cons (difficult to configure, steep learning curve, etc, etc).
* I personally dislike the way Apache Isis manages the editing of objects. This is very tightly linked to its [persistence framework](http://en.wikipedia.org/wiki/Persistence_framework). I however believe that objects do not necessarily need to be persisted after its been edited. I prefer a different approach: domain objects can be passed to a method as a method parameter. This method parameter can be edited by a user before a method is executed (depending on how the method is annotated). The domain object/ method parameter may then be handled by a [InfrastructureObject](http://ntenhoeve.github.io/#Infrastructure Objects) like a persistence service (or not at all).

1. **Reason 4: I could not find what I needed.**

I have not found an framework that provides an out of the box User Interface for both desktop, mobile devices, web interface, command line interface, etc. They are probably out there (Naked Objects and Isis coming close) but I haven't found one (or one that I liked).

1. **Introspect Core Values**

Introspect is designed around the following core values:

1. **Based on the Naked Objects Design Pattern**

See the Wiki page on the [Naked Objects Design Pattern](http://en.wikipedia.org/wiki/Naked_objects):

* All [business logic](http://en.wikipedia.org/wiki/Business_logic) should be encapsulated onto the [domain objects](http://en.wikipedia.org/wiki/Business_object_(computer_science)). This principle is not unique to naked objects: it is just a strong commitment to [encapsulation](http://ntenhoeve.github.io/null).
* The [user interface](http://en.wikipedia.org/wiki/User_interface) should be a direct representation of the domain objects, with all user actions consisting, explicitly, of creating or retrieving domain objects and/or invoking [methods](http://en.wikipedia.org/wiki/Method_(computer_science)) on those objects. This principle is also not unique to naked objects: it is just a specific interpretation of an [object-oriented user interface (OOUI)](http://en.wikipedia.org/wiki/Object-oriented_user_interface).
* The user interface should be created 100% automatically from the definition of the domain objects. Introspect uses [reflection](http://en.wikipedia.org/wiki/Reflection_(computer_science)) instead of code generation (hence the name of the framework)

1. **Provide a good structure for applications**

* Enforce [separation of concerns](http://en.wikipedia.org/wiki/Separation_of_concerns) (see [IntrospectArchitecture](http://ntenhoeve.github.io/# Architecture of an introspect application)).
* Facilitate [domain driven design](http://en.wikipedia.org/wiki/Domain-driven_design).
* The Introspect Framework should not create a [vendor lock-in](http://en.wikipedia.org/wiki/Vendor_lock-in) (not that there is such a thing as an Introspect Framework Vendor, since it is open source). [DomainObject](http://ntenhoeve.github.io/#Domain Objects)'s, [ServiceObject](http://ntenhoeve.github.io/#Service Objects)'s and [InfrastructureObject](http://ntenhoeve.github.io/#Infrastructure Objects)'s should have no (or almost no) dependencies with the Introspect Framework so that the Introspect Framework could easily (within a few hours) be replaced with another dependency injection framework (such as [Spring](http://en.wikipedia.org/wiki/Spring_Framework), [Guice](http://en.wikipedia.org/wiki/Google_Guice), [Pico container](http://picocontainer.codehaus.org/), etc) or visa versa.
* The introspect framework exists of a few basic interfaces like [UserInterfaceController](http://ntenhoeve.github.io/#UserInterfaceController) and [Provider](http://ntenhoeve.github.io/#Provider Objects)s that can have multiple different implementations.

1. **Lightweight**

* The Introspect framework should only be a few kilobytes in size.

1. **Simple to configure**

The Introspect framework has no configuration files (see [“Code or configuration files”](http://ntenhoeve.github.io/null) section in Martin Fowlers article for the arguments why).  
  
There are 3 things that need to be configured:

* Which implementations of the [UserInterfaceController](http://ntenhoeve.github.io/#UserInterfaceController) and [Provider](http://ntenhoeve.github.io/#Provider Objects)'s are going to be used by the IntrospectApplication.
* Which [ServiceObject](http://ntenhoeve.github.io/#Service Objects) classes and [InfrastructureObject](http://ntenhoeve.github.io/#Infrastructure Objects) classes are going to be used by the IntrospectApplication.
* The Behavior of [DomainObject](http://ntenhoeve.github.io/#Domain Objects)'s and [ServiceObject](http://ntenhoeve.github.io/#Service Objects) 's (how the domain needs to handled by Introspect framework)

Furthermore the Introspect framework prefers “Configure by Exception”. This means that the Introspect framework uses reasonable defaults wherever possible. These default values can be overridden by the developer.

1. **No dependencies with tools**

* No dependencies with an Integrated Development Environment or build tool.

1. **Introspect License**

Introspect is an [open source](http://en.wikipedia.org/wiki/Open_source) project under the [GNU Lesser General Public License](http://en.wikipedia.org/wiki/GNU_Lesser_General_Public_License). The license can be found [here](http://ntenhoeve.github.io/null).

1. **Architecture of an introspect application**

The Introspect Framework helps you to create a [multi layer architecture](http://en.wikipedia.org/wiki/Multilayered_architecture) for your application. A multi layer architecture has several [design principles](http://martinfowler.com/bliki/LayeringPrinciples.html):

* Separation of concerns (separate responsibilities within the application into different layers).
* Low coupling between layers, high cohesion within them.
* User interface modules should contain no business logic.
* Layers should be testable individual.
* Business logic layers contain no user interface and don't refer to user interface modules.
* No circular references between layers.
* Business layer only uses abstractions of technological services.
* Lower layers should not depend on upper layers.
* Layers should be shy about their internals.
* Layers may share infrastructural aspects (eg security)
* Inbound external interface modules (eg web service handlers) should not contain business logic.

These multi layer architecture design principles try to prevent [spaghetti code](http://en.wikipedia.org/wiki/Spaghetti_code), which is hard to extend, hard to trouble shoot, hard to test and hard to keep [bug](http://en.wikipedia.org/wiki/Software_bug#Etymology) free.

There are many different opinions and definitions on the number of layers, the names of the layers and what each layer should do (see these [examples](https://www.google.nl/search?q=layered+architecture&tbm=isch)). It would be nice if everyone would use the same model and naming. ~~I think that~~ [the definition of layers](http://www.herrodius.com/blog/wp-content/uploads/2010/03/LayeredArchitecture.png) from Eric Evans [Domain Driven Design approach](https://en.wikipedia.org/wiki/Domain-driven_design) is probably the most commonly used. The most important thing is that your multi layered architecture complies with the design principles above.

The [IntrospectArchitecture](http://ntenhoeve.github.io/# Architecture of an introspect application) uses the following layer definition, which is pretty close to [Eric Evans Domain Driven Design](https://en.wikipedia.org/wiki/Domain-driven_design) approach.:

* [UserInterfaceLayer](http://ntenhoeve.github.io/#The UserInterface Layer)
* [ServiceLayer](http://ntenhoeve.github.io/#The Service Layer) (called application layer by Eric Evans)
* [DomainLayer](http://ntenhoeve.github.io/#The Domain Layer)
* [InfrastructureLayer](http://ntenhoeve.github.io/#The Infrastructure Layer)
* [ProviderLayer](http://ntenhoeve.github.io/#The Provider Layer)

Each layer is implemented by an [IntrospectContainer](http://ntenhoeve.github.io/#Dependency Injection)
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Red objects are provided by the Introspect framework  
Yellow objects need to be written or included by the developer.

1. **Dependency Injection container**

TODO MOVE DICONTAINER AFTER INTROSPECT APPLICATION AND CREATING A NEW INTROSPECTAPPLICATION

The [IntrospectFramework](http://ntenhoeve.github.io/#The Introspect Framework) is a dependency injection framework and consists of several [dependency injection](http://en.wikipedia.org/wiki/Dependency_injection) containers.

Please read [Martin Fowler](http://en.wikipedia.org/wiki/Martin_Fowler)'s easy to read [article](http://martinfowler.com/articles/injection.html) in which he explains the basics dependency injection.

Each DependencyInjectionContainer is responsible for:

* Creating new instances of types that are registered to a DenpendencyInjectionContainer (via the IntrospectApplication)
* Linking dependencies (references to other objects) to these new instances (using constructor injection)
* Caching these new instances, if we only need one instance (like a singleton)

The [IntrospectArchitecture](http://ntenhoeve.github.io/# Architecture of an introspect application) consists of several layers. Each layer has its own [IntrospectContainer](http://ntenhoeve.github.io/#Dependency Injection) that is for managing the objects in the same layer:

* [UserInterfaceLayer](http://ntenhoeve.github.io/#The UserInterface Layer): [UserInterfaceController](http://ntenhoeve.github.io/#UserInterfaceController) object is managed by a UserInterfaceContainer. The UserInterfaceContainer knows the ServiceContainer
* [ServiceLayer](http://ntenhoeve.github.io/#The Service Layer): [ServiceObject](http://ntenhoeve.github.io/#Service Objects)'s are managed by a ServiceContainer. The ServiceContainer knows the DomainContainer
* [DomainLayer](http://ntenhoeve.github.io/#The Domain Layer): [DomainObject](http://ntenhoeve.github.io/#Domain Objects)'s are managed by a DomainContainer. The DomainContainer knows the InfrastructureContainer
* [InfrastructureLayer](http://ntenhoeve.github.io/#The Infrastructure Layer): [InfrastructureObject](http://ntenhoeve.github.io/#Infrastructure Objects)'s are managed by a InfrastructureContainer. The DomainContainer knows the ProviderContainer
* [ProviderLayer](http://ntenhoeve.github.io/#The Provider Layer): [Provider](http://ntenhoeve.github.io/#Provider Objects) object's are managed by a ProviderContainer.

1. **Constructor Injection**

The [IntrospectFramework](http://ntenhoeve.github.io/#The Introspect Framework) favors constructor injection (see [Martin Fowler](http://en.wikipedia.org/wiki/Martin_Fowler)'s easy to read [article](http://martinfowler.com/articles/injection.html#ConstructorVersusSetterInjection) for the arguments why).

All objects within an IntrospectApplication can have references to other objects. These reference objects are injected into an object as constructor parameter during the creation of the object by the DependencyInjectionContainer of that specific layer. This constructor parameter can than be linked to a private final field, so that it can be used throughout the object.

In example:

public class ProductService {

private final ProductRepository productRepository;

public ProductService(ProductRepository productRepository) {

this.productRepository = productRepository;

}

@GenericReturnType(Product.class)

public List<Product> findProduct(ProductSearchCritiria searchCritiria) {

return productRepository.findProduct(searchCritiria);

}

// other action methods...

}

It is good practice to link the constructor parameter (reference object) to a [private](https://en.wikibooks.org/wiki/Java_Programming/Keywords/private) [final](https://en.wikipedia.org/wiki/Final_(Java)#Final_variables) field, so that it is encapsulated and immutable.

If your Object needs a lot of references to other objects (too many constructor parameters), your object has most likely to many responsibilities, which could be solved by splitting up an object.

Note that you can only inject reference object types (use constructor parameters types) that are known to the that specific layer:

* The [IntrospectApplication](http://ntenhoeve.github.io/#The Introspect Application) class can be injected in all objects
* You can only inject objects of the same layer or lower layers (see introspectArchitecture). The introspectframework tries to prevent that objects in the lower layer know (have references to) objects in the higher layers because this is against several design principles of an layered architecture
* You can only inject objects that are registered to the IntrospectApplication by overriding the get...Classes() or get...Class() methods.

1. **The Introspect Application**

The [IntrospectApplication](http://ntenhoeve.github.io/#The Introspect Application) is used as initialization parameter for the Introspect framework.  
An Introspect application has several purposes:

* It provides the name, icon and description of the application (see [ObjectBehavior](http://ntenhoeve.github.io/#Object behavior))
* It provides the location of the distribution package (jar, war)
* It provides the [UserInterfaceController](http://ntenhoeve.github.io/#UserInterfaceController) type, needed for the application with the [IntrospectApplication.getUserInterfaceControllerClass()](http://ntenhoeve.github.io/#The Introspect Application) method. Each application type (commandline, swing, vaadin) requires different implementations of the [UserInterfaceController](http://ntenhoeve.github.io/#UserInterfaceController)
* It provides a list of [ServiceObject](http://ntenhoeve.github.io/#Service Objects) types with the [IntrospectApplication.getServiceClasses()](http://ntenhoeve.github.io/#The Introspect Application) method. [ServiceObject](http://ntenhoeve.github.io/#Service Objects)s basically provide the actionable/menu items
* It provides a list of [DomainObject](http://ntenhoeve.github.io/#Domain Objects) types that need to be created using dependency injection, with the [IntrospectApplication.getDomainClasses()](http://ntenhoeve.github.io/#The Introspect Application) method.
* It provides a list of [InfrastructureObject](http://ntenhoeve.github.io/#Infrastructure Objects) types with the [IntrospectApplication.getInfrastructureClasses()](http://ntenhoeve.github.io/#The Introspect Application) method. [InfrastructureObject](http://ntenhoeve.github.io/#Infrastructure Objects)s basically communicate to the outside world (i.e. data base access objects, email clients, soap clients, etc)
* It provides the [Provider](http://ntenhoeve.github.io/#Provider Objects) types with the [IntrospectApplication.get...ProviderClass()](http://ntenhoeve.github.io/#The Introspect Application) methods. [Provider](http://ntenhoeve.github.io/#Provider Objects) Objects help with [cross cutting concerns](https://en.wikipedia.org/wiki/Cross-cutting_concern). Each application type (commandline, swing, vaadin) requires different implementations of the providers

Each application type (command line, Android, Vaadin, etc..) has its own implementation of [IntrospectApplication](http://ntenhoeve.github.io/#The Introspect Application) to help initializing the framework. See the type hierarchy of[IntrospectApplication](http://ntenhoeve.github.io/#The Introspect Application) to learn which classes can be used and view their java doc to learn how to use them.

Example:

Pblic AcmeWebSales extends IntrospectApplicationForSwing

serviceClasses=ProductService

orderService

InfrastructureServices

ProductRespository

OrderRepository

EmailClient

PaymentClient

If you create a new application you will be extending one of these classes. You will only need to implement some of the methods mentioned above (at least the[IntrospectApplication.getServiceClasses()](http://ntenhoeve.github.io/#The Introspect Application) method).

For examples see the [IntrospectGettingStarted](http://ntenhoeve.github.io/#Getting Started) section.

1. **Starting a new Introspect Project**

How you create a new Introspect application depends on the type of application type that you want to create.

First decide on the type of application you want to create. Then look up the corresponding paragraph in the [IntrospectGettingStarted](http://ntenhoeve.github.io/#Getting Started) section. There you will learn how to create a java project that contains an application class that extends the [IntrospectApplication](http://ntenhoeve.github.io/#The Introspect Application) class. This class will initialize and start the [IntrospectFramework](http://ntenhoeve.github.io/#The Introspect Framework). This class also contains methods that you need to implement to provide the [ServiceObject](http://ntenhoeve.github.io/#Service Objects) classes and [InfrastructureLayer](http://ntenhoeve.github.io/#The Infrastructure Layer) classes that are required in the application.

1. **The Domain Layer**

The Domain layer is the heart of any Introspect application. The domain layer represents:

* the concepts of the business
* The business rules
* The state that reflects the business situation   
    
  Because there is many debate on the naming within a layered architecture, the domain layer is sometimes also called:
* [Business](http://en.wikipedia.org/wiki/Business_logic) layer
* [Business logic](http://en.wikipedia.org/wiki/Business_logic) layer
* [Domain model](http://en.wikipedia.org/wiki/Domain_model) layer

The domain layer is basically where all the domain objects are. The DomainContainer is an [IntrospectContainer](http://ntenhoeve.github.io/#Dependency Injection) that ~~that~~ can be used to create and hold [DomainObject](http://ntenhoeve.github.io/#Domain Objects)'s that need dependency injection.

Note that the [DomainLayer](http://ntenhoeve.github.io/#The Domain Layer) is a middle layer (see [IntrospectArchitecture](http://ntenhoeve.github.io/# Architecture of an introspect application)):

* The [DomainObject](http://ntenhoeve.github.io/#Domain Objects)s have NO references to objects in the upper [UserInterfaceLayer](http://ntenhoeve.github.io/#The UserInterface Layer) nor [ServiceLayer](http://ntenhoeve.github.io/#The Service Layer)
* The [DomainObject](http://ntenhoeve.github.io/#Domain Objects)s may have references to the objects in the lower [InfrastructureLayer](http://ntenhoeve.github.io/#The Infrastructure Layer) or [ProviderLayer](http://ntenhoeve.github.io/#The Provider Layer), but not visa versa!

1. **Domain Objects**

[DomainObject](http://ntenhoeve.github.io/" \l "Domain Objects)s represent entities; the nouns of the domain. If your application domain is a sales application it’s likely that your domain model contains [DomainObject](http://ntenhoeve.github.io/#Domain Objects)s such as: customers, products and orders.

[DomainObject](http://ntenhoeve.github.io/#Domain Objects)s are created by a developer or are reused from an existing application that needs to be re-written. They can be created from scratch or generated from a schema (in example from a [database schema](http://en.wikipedia.org/wiki/Database_schema), [XML schema](http://nl.wikipedia.org/wiki/XML_Schema) or [web service](http://en.wikipedia.org/wiki/Web_Services_Description_Language))

1. **Naming**

[DomainObject](http://ntenhoeve.github.io/#Domain Objects)s names are nouns, such as customer, product and order. They basically describe the things that are important in your application. [DomainObject](http://ntenhoeve.github.io/#Domain Objects)s names need to match the [Ubiquitous Language](http://martinfowler.com/bliki/UbiquitousLanguage.html) (in terms understood by both users and developers).

1. **Construction**

The principle of “naked objects” is that any ['Plain Old Java Object' (POJO)](http://en.wikipedia.org/wiki/Plain_Old_Java_Object) can function as a domain object. In other words: a domain class does not have to inherit from any special class, nor implement any particular interface, nor have any specific attributes.

[DomainObject](http://ntenhoeve.github.io/#Domain Objects)s can be created by different objects e.g.:

* By a [ServiceObjectActionMethod](http://ntenhoeve.github.io/#Action Methods) such as customerService.createNewCustomer()
* By a [DomainObjectActionMethod](http://ntenhoeve.github.io/#Action Methods)
* By a DomainContainer such as domainContainer.getObject(Customer.class)
* By a [InfrastructureObject](http://ntenhoeve.github.io/#Infrastructure Objects) method such as orderRepository.allOpenOrders() or shoppingCartFactory.createForCustomer(Customer customer).

There are 2 ways to create new [DomainObject](http://ntenhoeve.github.io/#Domain Objects)s:

* Creating a new [DomainObject](http://ntenhoeve.github.io/#Domain Objects) with the new keyword:  
  In example: Order order=new OrderLine()
* Creating a domain object using Dependency Injection:  
  Sometimes you want a new [DomainObject](http://ntenhoeve.github.io/#Domain Objects) to have references to other objects (being other [DomainObject](http://ntenhoeve.github.io/#Domain Objects)s, [InfrastructureObject](http://ntenhoeve.github.io/#Infrastructure Objects)s or [Provider](http://ntenhoeve.github.io/#Provider Objects)Objects). In example: A Customer object needs a references to a ShoppingCartFactory object. The Customer object can therefore be created by the DomainContainer with Customer customer=(Customer) domainContainer.getObject(Customer.class). The ShopingCart object will automatically be injected as a constructor parameter of the Customer class. In order to create [DomainObject](http://ntenhoeve.github.io/#Domain Objects)s using dependency injection you need to:
  + Add the reference object as a parameter in the constructor and link it to a private field, so that it can be used throughout the class. TODO what happens see above
  + Override the [IntrospectApplication.getDomainClasses()](http://ntenhoeve.github.io/#The Introspect Application) method and return a list of [DomainObject](http://ntenhoeve.github.io/#Domain Objects)s that need to be created using Dependency Injection
  + The object that creates the Customer objects needs to have a reference to the DomainContainer. A CustomerService object can get a reference to the DomainContainer when it is created by the ServiceContainer (which is done by the [IntrospectFramework](http://ntenhoeve.github.io/#The Introspect Framework))

1. **Presentation**

An [UserInterfaceController](http://ntenhoeve.github.io/#UserInterfaceController) can display domain objects in 3 ways:

* Domain object as form:  
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* Domain object as a field in a form:  
  ![http://ntenhoeve.github.io/ObjectAsField.png](data:image/png;base64,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)
* Domain object as a row in a table:  
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1. **Domain object members**

Domain objects contain:

* Getter and setter methods (and possible fields): that define [properties](http://en.wikipedia.org/wiki/Property_(programming))
* [DomainObjectActionMethod](http://ntenhoeve.github.io/#Action Methods)s: that define user actions
* Methods: that define [ObjectBehavior](http://ntenhoeve.github.io/#Object behavior)
* Annotations: that define [ObjectBehavior](http://ntenhoeve.github.io/#Object behavior)

These members are discussed in more detail in the following paragraphs.

1. **Properties**

DomainObjects have [state](http://en.wikipedia.org/wiki/State_(computer_science)). This means the domainObjects contain information that may change over time. This information is represented by [properties](http://en.wikipedia.org/wiki/Property_(programming)). Here is an example of a domain class customer that has the following properties:

* givenName
* familyName
* fullName
* Todo change to bonusMember

TODO VALIDATE UPPER OR LOWER CASE FOR PROPERTNAMES

public class Customer {

private String givenName;

private String familyName;

private boolean male;

public String getGivenName() {

return givenName;

}

public void setGivenName(String givenName) {

this.givenName = givenName;

}

public String getFamilyName() {

return familyName;

}

public void setFamilyName(String familyName) {

this.familyName = familyName;

}

public String getFullName() {

return new TitleBuilder().append(givenName).append(familyName)

.toString();

}

public boolean isMale() {

return male;

}

public void setMale(boolean male) {

this.male = male;

}

}

Properties are a special type of class members and are an intermediate between [getter and setter methods](http://en.wikipedia.org/wiki/Mutator_method) and a [field](http://en.wikipedia.org/wiki/Field_(computer_science)). The following 3 sections will explain this in more detail.

1. **Getter methods**

* A property always has a getter method, so that other objects can read its value
* The getter method name starts with get, followed by the property name in [CamelCase](http://en.wikipedia.org/wiki/CamelCase) when the property type is NOT a boolean (See the getGivenName() method in the example above)
* The getter method name starts with is, followed by the property name in [CamelCase](http://en.wikipedia.org/wiki/CamelCase) when the property type IS a boolean (See the isMale() method in the example above)
* The getter methods are always public (accessible by other objects)

1. **Setter methods**

* A property might have a setter method, so that other objects can change its value. The property is read-only when it does not have a setter method
* The setter method name starts with set, followed by the property name in [CamelCase](http://en.wikipedia.org/wiki/CamelCase) (See the setFamilyName() method in the example above)
* The setter methods are always public (accessible by other objects)
* The setter methods are commonly placed after the corresponding getter method

1. **Fields**

* Properties can use [fields](http://en.wikipedia.org/wiki/Field_%28computer_science%29) to hold information in the domain object. These fields need to be private (not accessible by other objects) to ensure [encapsulation](http://en.wikipedia.org/wiki/Encapsulation_(computer_science)) (See private fields givenName, familyName and male in the example above)
* A property does not need to have a field. The value can be a computation of fields of other properties (such as the fullName property in the example above), or maybe even a value from an[InfrastructureObject](http://ntenhoeve.github.io/#Infrastructure Objects) or a [Provider](http://ntenhoeve.github.io/#Provider Objects).
* Fields are commonly defined at the beginning of the class

1. **Property types**

Property types can be divided into 3 groups:

* Value property: A char, string, boolean, number, date, or other [primitive data type](http://ntenhoeve.github.io/null) s The [UserInterfaceController](http://ntenhoeve.github.io/#UserInterfaceController) will display these types as ~~as~~ a [textbox](http://en.wikipedia.org/wiki/Text_box). Assuming that the user is allowed to modify that property, they may enter the value by typing in text, which will be validated and formatted according to the value type. Certainly value types may provide alternative mechanisms for user input, such as a calendar-selector for a date field.
* Enumeration property: The [UserInterfaceController](http://ntenhoeve.github.io/#UserInterfaceController) will display these types as as a [combo-box](http://en.wikipedia.org/wiki/Combo_box), containing the different enumeration values as text.
* Reference Property: A 'reference property' or 'entity' is one where the type is another [DomainObject](http://ntenhoeve.github.io/#Domain Objects). Reference properties are thus sometimes referred to as 'associations'. The[UserInterfaceController](http://ntenhoeve.github.io/#UserInterfaceController) will display a [DomainObject](http://ntenhoeve.github.io/#Domain Objects) property as a [textbox](http://en.wikipedia.org/wiki/Text_box), containing the referenced object (as an icon and title) and a menu button. The menu button will open a [context menu](http://en.wikipedia.org/wiki/Context_menu), that contains ActionMethods to manipulate the property value.
* Collection Property: A 'collection property' is a property that returns an collection of either value properties ([primitive data type](http://ntenhoeve.github.io/null)) or reference properties ([DomainObject](http://ntenhoeve.github.io/#Domain Objects)s). The[UserInterfaceController](http://ntenhoeve.github.io/#UserInterfaceController) will display these types as a table. If the user clicks on a row a [context menu](http://en.wikipedia.org/wiki/Context_menu) opens, containing ActionMethods to manipulate the property value. Note that you will need to annotate the getter method with a @GenericReturnType annotation in which you need to define the property type. Collections must be initialized (collection properties should never return null). Collection properties should not contain large collections. If you have a big collection associated with a [DomainObject](http://ntenhoeve.github.io/#Domain Objects) it is better to return the collection from anActionMethod in the [DomainObject](http://ntenhoeve.github.io/#Domain Objects), so that the table is displayed on a new tab.

1. **Property behavior**

You can specify certain things about both the behavior and presentation of properties by adding specific attributes or methods. See sections [ObjectBehavior](http://ntenhoeve.github.io/#Object behavior). ~~nilsth~~

1. **Action Methods**

Domain objects can contain action methods (see ActionMethods section)

~~An action is a method in a~~[~~DomainObject~~](http://ntenhoeve.github.io/#Domain Objects)~~or~~[~~ServiceObject~~](http://ntenhoeve.github.io/#Service Objects)~~that is displayed by the~~[~~UserInterfaceController~~](http://ntenhoeve.github.io/#UserInterfaceController)~~as a menu item. An Action method is invoked by the~~[~~UserInterfaceController~~](http://ntenhoeve.github.io/#UserInterfaceController)~~when the user clicks on the menu item.~~

TODO MOVE TO MAIN ACTION METHOD SECTION

1. **~~Action Methods for Domain Objects~~**

[~~DomainObject~~](http://ntenhoeve.github.io/#Domain Objects)~~s may have ActionMethods that to do something with or for the given~~[~~DomainObject~~](http://ntenhoeve.github.io/#Domain Objects)~~.~~

* ~~These ActionMethods are displayed as menu options in a form tab that represents the~~[~~DomainObject~~](http://ntenhoeve.github.io/#Domain Objects)~~.~~
* ~~Example: an ShoppingCar object may have an ActionMethod such as checkout().~~

1. **~~Action Methods for Domain Object Properties~~**

~~TODO change naming convention: <actionname><propertyname>~~

[~~DomainObject~~](http://ntenhoeve.github.io/#Domain Objects)~~s may have ActionMethods to do something with the value of a property (e.g. manipulate it).~~

* ~~These ActionMethods are displayed as menu options of a~~[~~DomainObjectProperty~~](http://ntenhoeve.github.io/#Properties)~~in a form tab that represents the~~[~~DomainObject~~](http://ntenhoeve.github.io/#Domain Objects)~~.~~
* ~~The name of the ActionMethod for a~~[~~DomainObjectProperty~~](http://ntenhoeve.github.io/#Properties)~~must begin with the action name, followed by its property name~~

~~Examples:~~

* ~~A ShoppingCar object may have ActionMethod such as addLineItems(LineItem lineItem) or removeLineItem(LineItem lineItem) or removeAllLineItems().~~
* ~~A Customer object may have ActionMethod such as moveToNewAddress(Address new Address).~~

1. **~~Action Methods Convention~~**

~~Any method in a~~[~~DomainObject~~](http://ntenhoeve.github.io/#Domain Objects)~~or~~[~~ServiceObject~~](http://ntenhoeve.github.io/#Service Objects)~~can be an Action method, provided that it complies with the following convention:~~

* ~~The method has no parameter or a single~~[~~DomainObject~~](http://ntenhoeve.github.io/#Domain Objects)~~parameter~~
* ~~Its return type (if any) are types recognized by the Introspect framework (see below)~~
* ~~The method is not a getter method or a setter method (see~~[~~DomainObjectProperty~~](http://ntenhoeve.github.io/#Properties)~~)~~
* ~~The method is not a BehavioralMethod~~
* ~~The method is public (not private)~~
* ~~The method is NOT static~~

1. **~~Action method names~~**

~~The name of an ActionMethod should describe the action and match the~~[~~Ubiquitous Language~~](http://martinfowler.com/bliki/UbiquitousLanguage.html)~~(in terms understood by both users and developers). Keep in mind that the goal of a user is almost never to create, update or delete objects. Method names like: createPerson, updatePerson and removePerson should therefore be avoided where possible. Method names like registerNewBirth, registerMarriage, registerPersonDeceased would be better names.~~

1. **~~Action method parameter~~**

~~An action method either has no parameter or a single~~[~~DomainObject~~](http://ntenhoeve.github.io/#Domain Objects)~~as a parameter. If not, the Introspect Framework will not recognize a method as an ActionMethod.~~

1. **~~Action method return value~~**

~~The~~[~~UserInterfaceController~~](http://ntenhoeve.github.io/#UserInterfaceController)~~renders the output of a method, depending on the type of the action method return value:~~

* ~~No return value (void method): The~~[~~UserInterfaceController~~](http://ntenhoeve.github.io/#UserInterfaceController)~~will display a short message when the method has been executed~~
* [~~A primitive data type~~](http://ntenhoeve.github.io/null)~~: The~~[~~UserInterfaceController~~](http://ntenhoeve.github.io/#UserInterfaceController)~~will display a message dialog that displays the return value after the method is been executed~~
* ~~A~~[~~DomainObject~~](http://ntenhoeve.github.io/#Domain Objects)~~: The~~[~~UserInterfaceController~~](http://ntenhoeve.github.io/#UserInterfaceController)~~displays the~~[~~DomainObject~~](http://ntenhoeve.github.io/#Domain Objects)~~in a form on a new tab.~~
* ~~A~~[~~collection~~](http://en.wikipedia.org/wiki/Java_collections_framework)~~of~~[~~DomainObject~~](http://ntenhoeve.github.io/#Domain Objects)~~s: The~~[~~UserInterfaceController~~](http://ntenhoeve.github.io/#UserInterfaceController)~~displays the~~[~~DomainObject~~](http://ntenhoeve.github.io/#Domain Objects)~~s in table on a new tab. Note that you will need to annotate the Action method with a @GenericReturnType annotation in which you need to define the~~[~~DomainObject~~](http://ntenhoeve.github.io/#Domain Objects)~~type.~~
* ~~A URI: The~~[~~UserInterfaceController~~](http://ntenhoeve.github.io/#UserInterfaceController)~~displays the contents of the URI on a new tab.~~
* ~~A DownloadStream: The~~[~~UserInterfaceController~~](http://ntenhoeve.github.io/#UserInterfaceController)~~will open a "Save as" dialog" so that the file can be down loaded.~~

1. **~~Action execution modes~~**

~~ActionMethods can be annotated, so that the~~[~~UserInterfaceController~~](http://ntenhoeve.github.io/#UserInterfaceController)~~knows how the ActionMethod needs to be invoked after the user has clicked on the corresponding menu item.~~

* ~~@ExecutionMode(ExecutionModeType.EXECUTE\_METHOD\_DIRECTLY ): executes the method directly without user intervention~~
* ~~@ExecutionMode( ExecutionModeType.EXECUTE\_METHOD\_AFTER\_CONFORMATION): the~~[~~UserInterfaceController~~](http://ntenhoeve.github.io/#UserInterfaceController)~~opens a confirmation dialog. The method is executed after the user activates the confirmation button. The method is NOT executed when the user cancels the confirmation dialog.~~
* ~~@ExecutionMode( ExecutionModeType.EDIT\_PARAMETER\_THAN\_EXECUTE\_METHOD\_OR\_CANCEL): the~~[~~UserInterfaceController~~](http://ntenhoeve.github.io/#UserInterfaceController)~~opens a form on a new tab, so that the user can modify (edit) the~~[~~DomainObject~~](http://ntenhoeve.github.io/#Domain Objects)~~. The method is executed with the edited~~[~~DomainObject~~](http://ntenhoeve.github.io/#Domain Objects)~~as the method parameter, when the user clicks the confirmation button on the button bar. The method is NOT executed when the user clicks on cancel in the bottom bar.~~

1. **~~Action behavior~~**

~~You can specify certain things about both the behavior and presentation of actions methods, such as their display name, icon, visibility, enabled state, etc with help of annotations or behavior methods. See sections on~~[~~ObjectBehavior~~](http://ntenhoeve.github.io/#Object behavior)~~. DomainLayer IntrospectArchitecture~~

1. **The Service Layer**

The [ServiceLayer](http://ntenhoeve.github.io/#The Service Layer) (sometimes also called [application layer](http://ntenhoeve.github.io/application%20layer)) gives the user access to the [DomainObject](http://ntenhoeve.github.io/#Domain Objects)s so that the user can work on them.

The ServiceContainer is an [IntrospectContainer](http://ntenhoeve.github.io/#Dependency Injection) that represents the [ServiceLayer](http://ntenhoeve.github.io/#The Service Layer) and holds and manages [ServiceObject](http://ntenhoeve.github.io/#Service Objects)s.

Note that the [ServiceLayer](http://ntenhoeve.github.io/#The Service Layer) is a middle layer (see [IntrospectArchitecture](http://ntenhoeve.github.io/# Architecture of an introspect application)):

* The [ServiceObject](http://ntenhoeve.github.io/#Service Objects)s have NO references to objects in the [UserInterfaceLayer](http://ntenhoeve.github.io/#The UserInterface Layer)
* The [ServiceObject](http://ntenhoeve.github.io/#Service Objects)s may have references to the objects in the lower [DomainLayer](http://ntenhoeve.github.io/#The Domain Layer), [InfrastructureLayer](http://ntenhoeve.github.io/#The Infrastructure Layer) and [ProviderLayer](http://ntenhoeve.github.io/#The Provider Layer), but not visa versa!

1. **Service Objects**

The word 'service' implies:

* There is a client that needs to be served (for the IntrospectFramework this is the user, trough the [UserInterfaceController](http://ntenhoeve.github.io/#UserInterfaceController))
* There are activities\ operations (for the IntrospectFramework this is defined as ActionMethod's)
* An activity\ operation is done with other things ( for the IntrospectFramework this are ActionMethod parameters and return values should be [DomainObject](http://ntenhoeve.github.io/#Domain Objects)s)

Eric Evans explains in his book [Domain Driven Design](https://en.wikipedia.org/wiki/Domain-driven_design), that a good [ServiceObject](http://ntenhoeve.github.io/#Service Objects) has three characteristics:

* The operation relates to a domain concept that is not a natural part of a [DomainObject](http://ntenhoeve.github.io/#Domain Objects) (Entities or Value Objects).
* The interface is defined in terms of other elements of the domain model.
* The operation is state-less

These characteristics are discussed in more detail in the following paragraphs.

1. **Service objects operations relates to a domain concept that is not a natural part of a DomainObject**

[ServiceObject](http://ntenhoeve.github.io/#Service Objects)s contain [ServiceObjectActionMethod](http://ntenhoeve.github.io/#Action Methods)s. The [UserInterfaceController](http://ntenhoeve.github.io/#UserInterfaceController) displays these methods as menu items and invokes these methods once a user clicks on the menu item.[ServiceObjectActionMethod](http://ntenhoeve.github.io/#Action Methods)s create or retrieve [DomainObject](http://ntenhoeve.github.io/#Domain Objects)s where the user does not have an existing [DomainObject](http://ntenhoeve.github.io/#Domain Objects) to navigate from.

1. **Service objects define an interface in terms of the domain model**

[ServiceObject](http://ntenhoeve.github.io/#Service Objects)s basically provides the user (via the [UserInterfaceController](http://ntenhoeve.github.io/#UserInterfaceController)) access to [DomainObject](http://ntenhoeve.github.io/#Domain Objects)s, so that the user can work on them (via the [UserInterfaceController](http://ntenhoeve.github.io/#UserInterfaceController)).

1. **Service objects are state-less**

Quoiting Eric Evans: “ [ServiceObject](http://ntenhoeve.github.io/#Service Objects)s should be state-less. State-less here means that any client can use any instance of the [ServiceObject](http://ntenhoeve.github.io/#Service Objects)s without regard to the instance’s individual history. The execution of the service will use information that is accessible globally, and may even change that global information (have side-effects). But it does not hold state of its own that affects its behavior, as most domain objects do.”

[ServiceObject](http://ntenhoeve.github.io/#Service Objects)s do not have state and therefore should not have properties (no getter and setter methods). My personal opinion is that a [ServiceObject](http://ntenhoeve.github.io/#Service Objects) with state is a [code-smell](http://en.wikipedia.org/wiki/Code_smell), which you can solve by moving the [ServiceObjectActionMethod](http://ntenhoeve.github.io/#Action Methods)s that share state (fields) to ~~an~~ new or existing [DomainObject](http://ntenhoeve.github.io/#Domain Objects)s.

1. **Service Objects should be flat**

[Object Orientated Programming](https://en.wikipedia.org/?title=Object-oriented_programming) favors to put business logic and the validation logic into the [DomainObject](http://ntenhoeve.github.io/#Domain Objects)s (and sometimes [InfrastructureObject](http://ntenhoeve.github.io/#Infrastructure Objects)s) as much as possible.[ServiceObjectActionMethod](http://ntenhoeve.github.io/#Action Methods)s should therefore not contain business logic or validation logic, but delegate the work to collaborations of [DomainObject](http://ntenhoeve.github.io/#Domain Objects)s and [InfrastructureObject](http://ntenhoeve.github.io/#Infrastructure Objects) s ,in order to prevent the [Anemic Domain Model](http://martinfowler.com/bliki/AnemicDomainModel.html) - [anti-pattern](http://en.wikipedia.org/wiki/Anti-pattern).

1. **A web shop example**

* The [UserInterfaceController](http://ntenhoeve.github.io/#UserInterfaceController) class calls the [ServiceObjectActionMethod](http://ntenhoeve.github.io/#Action Methods) findProduct(searchCriteria) method on [ServiceObject](http://ntenhoeve.github.io/#Service Objects): ProductService
* This method will call the findProduct on the [InfrastructureObject](http://ntenhoeve.github.io/#Infrastructure Objects): ProductRepository
* This method will return a list of [DomainObject](http://ntenhoeve.github.io/#Domain Objects)s that meet the search criteria
* The [UserInterfaceController](http://ntenhoeve.github.io/#UserInterfaceController) displays the found list of [DomainObject](http://ntenhoeve.github.io/#Domain Objects)s as a table in a new tab.

1. **Naming**

[ServiceObject](http://ntenhoeve.github.io/#Service Objects)s are normally named after the [DomainObject](http://ntenhoeve.github.io/#Domain Objects)s that they service and have the suffix 'Service' (e.g. CustomerService, OrderService, etc).

1. **Construction**

The principle of “naked objects” is that any ['Plain Old Java Object' (POJO)](http://en.wikipedia.org/wiki/Plain_Old_Java_Object) can function as a [ServiceObject](http://ntenhoeve.github.io/#Service Objects). In other words: a service class does not have to inherit from any special class, nor implement any particular interface, nor have any specific attributes.

[ServiceObject](http://ntenhoeve.github.io/#Service Objects)s are instiantated by the [IntrospectFramework](http://ntenhoeve.github.io/#The Introspect Framework), and therefore need to be registered to the [IntrospectApplication.getServiceClasses()](http://ntenhoeve.github.io/#The Introspect Application) method.

In example:

public class WebShop extends IntrospectApplicationFor... {

@Override

public List<Class<?>> getServiceClasses() {

List<Class<?>> serviceClasses = new ArrayList<>();

serviceClasses.add(ProductService.class);

serviceClasses.add(ShoppingCartService.class);

serviceClasses.add(OrderService.class);

return serviceClasses;

}

// etc...

}

ServiceObjects can have references to other objects. These objects are injected into the ServiceObject (see the DependencyInjectorContainer section.

[~~ServiceObject~~](http://ntenhoeve.github.io/#Service Objects)~~s can have references to other objects. These reference objects are injected into the~~[~~ServiceObject~~](http://ntenhoeve.github.io/#Service Objects)~~as constructor parameter during the creation of the~~[~~ServiceObject~~](http://ntenhoeve.github.io/#Service Objects)~~by the~~[~~IntrospectFramework~~](http://ntenhoeve.github.io/#The Introspect Framework)~~(by the ServiceContainer). This constructor can than be linked to a private final field, so that it can be used throughout the~~[~~ServiceObject~~](http://ntenhoeve.github.io/#Service Objects)~~.~~

~~In example:~~

~~public class ProductService {~~

~~private final ProductRepository productRepository;~~

~~public ProductService(ProductRepository productRepository) {~~

~~this.productRepository = productRepository;~~

~~}~~

~~@GenericReturnType(Product.class)~~

~~public List<Product> findProduct(ProductSearchCritiria searchCritiria) {~~

~~return productRepository.findProduct(searchCritiria);~~

~~}~~

~~// other action methods...~~

~~}~~

~~Note that you can only inject reference object types (use constructor parameters types) that are known to the~~[~~IntrospectFramework~~](http://ntenhoeve.github.io/#The Introspect Framework)~~.~~[~~ServiceObject~~](http://ntenhoeve.github.io/#Service Objects)~~s can be injected with the following types (see also~~[~~IntrospectArchitecture~~](http://ntenhoeve.github.io/# Architecture of an introspect application)~~):~~

* ~~The~~[~~IntrospectApplication~~](http://ntenhoeve.github.io/#The Introspect Application)~~class~~
* ~~Types registered to the~~[~~IntrospectApplication.getServiceClasses()~~](http://ntenhoeve.github.io/#The Introspect Application)~~method~~
* ~~Types registered to the~~[~~IntrospectApplication.getDomainClasses()~~](http://ntenhoeve.github.io/#The Introspect Application)~~method~~
* ~~Types registered to the~~[~~IntrospectApplication.getInfrastructureClasses()~~](http://ntenhoeve.github.io/#The Introspect Application)~~method~~
* ~~The~~[~~Provider~~](http://ntenhoeve.github.io/#Provider Objects)~~classes~~

~~Note that it is good practice to link the constructor parameter (reference object) to a~~[~~private~~](https://en.wikibooks.org/wiki/Java_Programming/Keywords/private)[~~final~~](https://en.wikipedia.org/wiki/Final_(Java)#Final_variables)~~field, so that it is encapsulated and immutable.~~

~~Note that that if your~~[~~ServiceObject~~](http://ntenhoeve.github.io/#Service Objects)~~needs a lot of references to other objects (too many constructor parameters), your~~[~~ServiceObject~~](http://ntenhoeve.github.io/#Service Objects)~~has most likely to many responsibilities, which could be solved by splitting up a~~[~~ServiceObject~~](http://ntenhoeve.github.io/#Service Objects)~~.~~

1. **~~Presentation~~**

~~TODO main menu's, object menu's, property menu's~~

~~The MainMenu will display all actionMethods of all registered ServiceObjects that can directly be executed (without the need of an opened DomainObject). This means that only ActionMethods that either have no method parameter or have an parameterFactory are displayed as menu items in the main menu.~~

1. **Service object members**

Service objects contain:

* [ServiceObjectActionMethod](http://ntenhoeve.github.io/#Action Methods)s: that define user actions
* Methods: that define [ObjectBehavior](http://ntenhoeve.github.io/#Object behavior)
* Annotations: that define [ObjectBehavior](http://ntenhoeve.github.io/#Object behavior)

These members are discussed in more detail in the following paragraphs.

1. **Action Methods**

ServiceObjects are all about ActionMethods that represent the main menu items (see section ActionMethods)

~~An action is a method in a~~[~~DomainObject~~](http://ntenhoeve.github.io/#Domain Objects)~~or~~[~~ServiceObject~~](http://ntenhoeve.github.io/#Service Objects)~~that is displayed by the~~[~~UserInterfaceController~~](http://ntenhoeve.github.io/#UserInterfaceController)~~as a menu item. An ActionMethod is invoked by the~~[~~UserInterfaceController~~](http://ntenhoeve.github.io/#UserInterfaceController)~~when the user clicks on the menu item.~~

1. **~~Action Methods for Service Objects~~**

[~~ServiceObject~~](http://ntenhoeve.github.io/#Service Objects)~~s always have one ore more ActionMethods.~~

* ~~These ActionMethods are displayed by the~~[~~UserInterfaceController~~](http://ntenhoeve.github.io/#UserInterfaceController)~~as menu options in the main menu or in a form tab that represents the~~[~~DomainObject~~](http://ntenhoeve.github.io/#Domain Objects)~~.~~
* ~~Examples: an CustomerService object may have an ActionMethod such as findCustomer(CustomerSearchArgument searchArgument).~~

[~~Object Orientated Programming~~](https://en.wikipedia.org/?title=Object-oriented_programming)~~favors to put business logic and the validation logic into the~~[~~DomainObject~~](http://ntenhoeve.github.io/#Domain Objects)~~s (and sometimes~~[~~InfrastructureObject~~](http://ntenhoeve.github.io/#Infrastructure Objects)~~s) as much as possible.~~[~~ServiceObjectActionMethod~~](http://ntenhoeve.github.io/#Action Methods)~~s should therefore not contain business logic or validation logic, but delegate the work to collaborations of~~[~~DomainObject~~](http://ntenhoeve.github.io/#Domain Objects)~~s and~~[~~InfrastructureObject~~](http://ntenhoeve.github.io/#Infrastructure Objects)~~s, in order to prevent the~~[~~Anemic Domain Model~~](http://martinfowler.com/bliki/AnemicDomainModel.html)~~-~~[~~anti-pattern~~](http://en.wikipedia.org/wiki/Anti-pattern)~~.~~

1. **~~Action Methods Convention~~**

~~Any method in a~~[~~DomainObject~~](http://ntenhoeve.github.io/#Domain Objects)~~or~~[~~ServiceObject~~](http://ntenhoeve.github.io/#Service Objects)~~can be an Action method, provided that it complies with the following convention:~~

* ~~The method has no parameter or a single~~[~~DomainObject~~](http://ntenhoeve.github.io/#Domain Objects)~~parameter~~
* ~~Its return type (if any) are types recognized by the Introspect framework (see below)~~
* ~~The method is not a getter method or a setter method (see~~[~~DomainObjectProperty~~](http://ntenhoeve.github.io/#Properties)~~)~~
* ~~The method is public (not private)~~
* ~~The method is NOT static~~

1. **~~Action method names~~**

~~The name of an ActionMethod should describe the action and match the~~[~~Ubiquitous Language~~](http://martinfowler.com/bliki/UbiquitousLanguage.html)~~(in terms understood by both users and developers). Keep in mind that the goal of a user is almost never to create, update or delete objects. Method names like: createPerson, updatePerson and removePerson should therefore be avoided where possible. Method names like registerNewBirth, registerMarriage, registerPersonDeceased would be better names.~~

1. **~~Action method parameter~~**

~~An action method either has no parameter or a single~~[~~DomainObject~~](http://ntenhoeve.github.io/#Domain Objects)~~as a parameter. If not, the Introspect Framework will not recognize a method as an ActionMethod.~~

1. **~~Action method return value~~**

~~The~~[~~UserInterfaceController~~](http://ntenhoeve.github.io/#UserInterfaceController)~~renders the output of a method, depending on the type of the action method return value:~~

* ~~No return value (void method): The~~[~~UserInterfaceController~~](http://ntenhoeve.github.io/#UserInterfaceController)~~will display a short message when the method has been executed~~
* [~~A primitive data type~~](http://ntenhoeve.github.io/null)~~: The~~[~~UserInterfaceController~~](http://ntenhoeve.github.io/#UserInterfaceController)~~will display a message dialog that displays the return value after the method is been executed~~
* ~~A~~[~~DomainObject~~](http://ntenhoeve.github.io/#Domain Objects)~~: The~~[~~UserInterfaceController~~](http://ntenhoeve.github.io/#UserInterfaceController)~~displays the~~[~~DomainObject~~](http://ntenhoeve.github.io/#Domain Objects)~~in a form on a new tab.~~
* ~~A~~[~~collection~~](http://en.wikipedia.org/wiki/Java_collections_framework)~~of~~[~~DomainObject~~](http://ntenhoeve.github.io/#Domain Objects)~~s: The~~[~~UserInterfaceController~~](http://ntenhoeve.github.io/#UserInterfaceController)~~displays the~~[~~DomainObject~~](http://ntenhoeve.github.io/#Domain Objects)~~s in table on a new tab. Note that you will need to annotate the Action method with a @GenericReturnType annotation in which you need to define the~~[~~DomainObject~~](http://ntenhoeve.github.io/#Domain Objects)~~type.~~
* ~~A URI: The~~[~~UserInterfaceController~~](http://ntenhoeve.github.io/#UserInterfaceController)~~displays the contents of the URI on a new tab.~~
* ~~A DownloadStream: The~~[~~UserInterfaceController~~](http://ntenhoeve.github.io/#UserInterfaceController)~~will open a "Save as" dialog" so that the file can be down loaded.~~

1. **~~Action execution modes~~**

~~ActionMethods can be annotated, so that the~~[~~UserInterfaceController~~](http://ntenhoeve.github.io/#UserInterfaceController)~~knows how the ActionMethod needs to be invoked after the user has clicked on the corresponding menu item.~~

* ~~@ExecutionMode(ExecutionModeType.EXECUTE\_METHOD\_DIRECTLY ): executes the method directly without user intervention~~
* ~~@ExecutionMode( ExecutionModeType.EXECUTE\_METHOD\_AFTER\_CONFORMATION): the~~[~~UserInterfaceController~~](http://ntenhoeve.github.io/#UserInterfaceController)~~opens a confirmation dialog. The method is executed after the user activates the confirmation button. The method is NOT executed when the user cancels the confirmation dialog.~~
* ~~@ExecutionMode( ExecutionModeType.EDIT\_PARAMETER\_THAN\_EXECUTE\_METHOD\_OR\_CANCEL): the~~[~~UserInterfaceController~~](http://ntenhoeve.github.io/#UserInterfaceController)~~opens a form on a new tab, so that the user can modify (edit) the~~[~~DomainObject~~](http://ntenhoeve.github.io/#Domain Objects)~~. The method is executed with the edited~~[~~DomainObject~~](http://ntenhoeve.github.io/#Domain Objects)~~as the method parameter, when the user clicks the confirmation button on the button bar. The method is NOT executed when the user clicks on cancel in the bottom bar.~~

1. **~~Action behavior~~**

~~You can specify certain things about both the behavior and presentation of actions methods, such as their display name, icon, visibility, enabled state, etc with help of annotations or behavior methods. See section on~~[~~ObjectBehavior~~](http://ntenhoeve.github.io/#Object behavior)~~.~~

1. **The Infrastructure Layer**

The [InfrastructureLayer](http://ntenhoeve.github.io/#The Infrastructure Layer) contains [InfrastructureObject](http://ntenhoeve.github.io/#Infrastructure Objects)'s that provide generic technical capabilities to support the higher layers.

The [InfrastructureLayer](http://ntenhoeve.github.io/#The Infrastructure Layer) is also know as:

* [Data access layer](http://en.wikipedia.org/wiki/Data_access_layer)
* [Persistence layer](http://en.wikipedia.org/wiki/Persistence_layer)
* Logging Layer
* Networking Layer
* And other services which are required to support the [ServiceLayer](http://ntenhoeve.github.io/#The Service Layer) or [DomainLayer](http://ntenhoeve.github.io/#The Domain Layer)

The InfrastructureContainer is an [IntrospectContainer](http://ntenhoeve.github.io/#Dependency Injection) that represents the [InfrastructureLayer](http://ntenhoeve.github.io/#The Infrastructure Layer) and holds and manages [InfrastructureObject](http://ntenhoeve.github.io/#Infrastructure Objects)s.

Note that the [InfrastructureLayer](http://ntenhoeve.github.io/#The Infrastructure Layer) is a middle layer (see [IntrospectArchitecture](http://ntenhoeve.github.io/# Architecture of an introspect application)):

* The [InfrastructureObject](http://ntenhoeve.github.io/#Infrastructure Objects)s have NO references to objects in the upper [UserInterfaceLayer](http://ntenhoeve.github.io/#The UserInterface Layer), [ServiceLayer](http://ntenhoeve.github.io/#The Service Layer) nor [DomainLayer](http://ntenhoeve.github.io/#The Domain Layer)
* The [InfrastructureObject](http://ntenhoeve.github.io/#Infrastructure Objects)s may have references to the objects in the lower [ProviderLayer](http://ntenhoeve.github.io/#The Provider Layer), but not visa versa!

1. **Infrastructure Objects**

[InfrastructureObject](http://ntenhoeve.github.io/" \l "Infrastructure Objects)s provide generic technical capabilities to support the higher layers. [InfrastructureObject](http://ntenhoeve.github.io/#Infrastructure Objects)s communicate with other systems such as external hardware (like disks), databases, web-services, etc...

1. **Function and naming of InfrastructureObjects**

The name of an [InfrastructureObject](http://ntenhoeve.github.io/#Infrastructure Objects)s depends on what it does. It is common practice to use the following naming:

* Communicating with a [database](https://en.wikipedia.org/wiki/Database):  
  class names end with 'Repository', e.g.: CustomerRepository, OrderRepository, etc...
* Communicating with a [web-service](http://ntenhoeve.github.io/null):  
  class names end with 'Client', e.g.: EmailClient, GoogleMapsClient, SOAPClient, etc..
* Creating objects with a [factory](https://en.wikipedia.org/wiki/Factory_(object-oriented_programming)) class:  
  class names end with 'Factory', e.g.: ReportFactory, etc..
* [Logging](https://en.wikipedia.org/wiki/Logfile):  
  class names end with 'Logger'

1. **Construction**

The principle of “naked objects” is that any ['Plain Old Java Object' (POJO)](http://en.wikipedia.org/wiki/Plain_Old_Java_Object) can function as a [InfrastructureObject](http://ntenhoeve.github.io/#Infrastructure Objects). In other words: a [InfrastructureObject](http://ntenhoeve.github.io/#Infrastructure Objects) class does not have to inherit from any special class, nor implement any particular interface, nor have any specific attributes.

You can:

* write new [InfrastructureObject](http://ntenhoeve.github.io/#Infrastructure Objects)s.
* reuse [InfrastructureObject](http://ntenhoeve.github.io/#Infrastructure Objects)s from existing projects
* use or extend one of the [InfrastructureObject](http://ntenhoeve.github.io/#Infrastructure Objects)s of one of the IntrospectInfrastructure projects. Open the type hierarchy of the [InfrastructureObject](http://ntenhoeve.github.io/#Infrastructure Objects), to see all these convenience classes
* or use or extend [InfrastructureObject](http://ntenhoeve.github.io/#Infrastructure Objects)s from other (open source) projects

InfrastructureObjects can have references to other objects. These objects are injected into the InfrastructureObjects (see the DependencyInjectorContainer section.

1. **Infrastructure Object Presentation**

The methods of infrastructure object are unknown to the [UserInterfaceController](http://ntenhoeve.github.io/#UserInterfaceController) and are not displayed on the [User Interface](https://en.wikipedia.org/wiki/User_interface).

1. **The Provider Layer**

The [ProviderLayer](http://ntenhoeve.github.io/#The Provider Layer) contains [Provider](http://ntenhoeve.github.io/#Provider Objects) objects that provide generic [IntrospectFramework](http://ntenhoeve.github.io/#The Introspect Framework) capabilities ([cross cutting concerns](http://ntenhoeve.github.io/cross%20cutting%20concerns)) to support the higher layers (see [IntrospectArchitecture](http://ntenhoeve.github.io/# Architecture of an introspect application))

The ProviderContainer is an [IntrospectContainer](http://ntenhoeve.github.io/#Dependency Injection) that represents the [ProviderLayer](http://ntenhoeve.github.io/#The Provider Layer) and holds and manages [Provider](http://ntenhoeve.github.io/#Provider Objects)Objects.

Note that this layer is the bottom layer (see [IntrospectArchitecture](http://ntenhoeve.github.io/# Architecture of an introspect application) ), which means that objects in the upper layers may haved references to [Provider](http://ntenhoeve.github.io/#Provider Objects)Objects, but not visa versa!

1. **Provider Objects**

[Provider](http://ntenhoeve.github.io/" \l "Provider Objects)s are responsible for different [cross cutting concerns](http://ntenhoeve.github.io/cross%20cutting%20concerns) within a IntrospectApplication such as

* Authorization (see AuthorizationProvider)
* Validation (see ValidationProvider)
* Multi language (see LanguageProvider)
* Notifications (see NotificationProvider)
* File path information (see PathProvider)
* Reflection information (see ReflectionProvider)
* Version information (see AboutProvider)

[Provider](http://ntenhoeve.github.io/#Provider Objects)s may be used by any class within an application.

Providers are interfaces and can have multiple implementations (depending on what type of application you are using/writing). Which implementation of each provider needs to be used within an application is defined in the [IntrospectApplication](http://ntenhoeve.github.io/#The Introspect Application) class. You are free to implement your own [Provider](http://ntenhoeve.github.io/#Provider Objects) implementation and register it by overwriting one of the[IntrospectApplication.get...ProviderClass()](http://ntenhoeve.github.io/#The Introspect Application) methods

1. **Provider Construction**

[Provider](http://ntenhoeve.github.io/#Provider Objects)'s are instantiated by the ProviderContainer (see DependencyInjectionCobtainer) ProviderObjects can have references to other ProciderOobjects. These objects are injected into the ProviderObjects (see the DependencyInjectorContainer section.

**Provider Presentation**

The methods of [Provider](http://ntenhoeve.github.io/#Provider Objects) object are not displayed by the UserInterfaceController.

Todo remove nils ten hoeve

1. **Authorization Provider**

TODO PROVIDERS NEED TO BE H2 CHAPTERS SO THAT THEY WILL SHOW UP IN THE INDEX

[Authorization](http://ntenhoeve.github.io/null)

, means the ability to control what an individual user can see and do within an application, based upon their identity and the role(s) assigned to them.

The AuthorizationProvider facilitates this with methods:

* AuthorizationProvider.getCurrentUserName()
* AuthorizationProvider.userInRole(String userRole)

1. **Types of AuthorizationProvider**

There can be different types of AuthorizationProvider implementations, depending on the authorization mechanism you prefer. In example: you could write an implementation that uses:

* ~~the DefaultAuthorizationProvider (always returns true on the .userInRole(String) method)~~
* hard coded authorization
* file based authorization
* database authorization
* web container authorization (e.g. [Apache Tomcat Realm](https://tomcat.apache.org/tomcat-7.0-doc/realm-howto.html))
* [LDAP](https://nl.wikipedia.org/wiki/Lightweight_Directory_Access_Protocol)
* [Active directory](https://nl.wikipedia.org/wiki/Active_Directory)
* or other

TODO add example of a hard coded AuthorizationProvider

1. **Registering an AuthorizationProvider**

The AuthorizationProvider is registered to the framework with the [IntrospectApplication.getAuthorizationProviderClass()](http://ntenhoeve.github.io/#The Introspect Application) method. By default it returns the DefaultAuthorizationProvider, which always returns true on the .userInRole(String) method. You can register another AuthorizationProvider implementation by overriding the [IntrospectApplication.getAuthorizationProviderClass()](http://ntenhoeve.github.io/#The Introspect Application)method.

1. **Using an AuthorizationProvider**

The AuthorizationProvider is used by the @Hidden and @Disabled annotations (see ObjectBehaviour). If you want to use the AuthorizationProvider in your code you need to inject it into your object (see DependencyInjectionContainer)

1. **Validation Provider**

The UserinterfaceController sometimes let’s the user edit an DomainObject before it is passed as an ActionMethod parameter (depending on how the ActionMethod is annotated, see ExecutionMode ).

The UserinterfaceController then validates the edited DomainObject using the ValidationProvider before the ActionMethod is called.The ValidationProvider will use validationAnnotations and ValidationMethods that are located in the DomainObjects them selves to validate the domain objects.

**ValidationProvider implementation.**

There are many validation libraries and frameworks available. The IntrospectFramework complies with the JSR??? by using the ???? library, combined with its own behaviouralMethods.

You are free to implement or extend your own implementation and register it to your IntrospectApplication by overriding the IntrospectApplication.getValidationProviderClass () method

1. **Language Provider**

The LanguageProvider makes multilanguage support possible. The framework supports the English language by default because these texts are embedded in the code as part of the ambiguous language (it does not make sense to mix an other language into your code).

**Language property files**

Texts for other languages are stored in property files. The name of the need to have the following file name:

TODO VERIFY FORMAT

<application configuration folder>/Resources\_<Language\_code>.propertiesproperties

* <application configuration folder> These files need to be located at the configuration folder of the application. See PathProvider for more information
* <Language\_code> two letter language code (see java Locale ....)

The language property files contain key value pairs.

The key is an reference to part of the code

The value is the translated text

Keys:

Keys are made up by a FullName followed by .displayname or.description

TODO INSERT fullName

Examples of key value lines in property files:

com.acme.order.ShoppingCart.displayname=Winkel wagen

com.acme.product.ProductService.displayname=Producten

Todo: how to use special characters

**Getting the translated text**

The UserInterfaceController will call the Language provider to try and get the appropriate text from the language property files (depending on the selected language in the graphical userinterface). If it can’t find this value it will display the default values (in English)

TODO CODE EXAMPLE OF VALIDATION TEXTS OR EXCEPTION TEXTS

TODO EXPLAIN HOW THE LANGUAGE IS SELECTED

TODO HOW TO SET DEFAULT TEXT OTHER THAN DEFAULT

TODO EXPLAIN HOW TO GENERATE OR UPDATE LANGUAGE PROPERTY FILES WITH A SPECIAL INTROSPECT APPLICATION

1. **Notification Provider**

TODO What it does

TODO How you can use it (or explain who uses it)

TODO Code example

TODO How to register a custom ... provider

1. **Path Provider**

The PathProvider provides the locations of files that are needed within an IntrospectApplication.

The actual file location depends on the type of introspectApplication used.

TODO explain interface

TODO explain the different file locations for swing, android, vaadin

The PathProvider is used by the user interfaceController and can als be used in other objects:

TODO Code example file path to database in infrastructureobject

You can provide your own implementation of the pathProvider.

You can register your customizer  PathProvider implementation by overriding the [IntrospectApplication.getPathProviderClass()](http://ntenhoeve.github.io/#The Introspect Application) method.

**Reflection Provider**

The ReflectionProvider provides information on objects (ClassInfo), properties (PropertyInfo) of actionMethod (ActionMethodInfo) using reflection. The UserinterfaceController uses this information to know how the user interface should look like and behave.

You can use the ReflectionProvider in your code when you need meta information.

TODO Code example

1. **About Provider**

The AboutProvider provides the following information on all objects used in an introspect application:

* The class name
* The package name (jar,war,etc...)
* The version of the jar file (from the meta info file)
* The authors of the jar file (from the meta info file)

This about information can be displayed on a graphical user interface.

1. **The UserInterface Layer**

The [UserInterfaceLayer](http://ntenhoeve.github.io/#The UserInterface Layer) is also know as presentation layer (although I think that 'presentation layer' is a poor name, because it is responsible for so much more). The [UserInterfaceLayer](http://ntenhoeve.github.io/#The UserInterface Layer) contains the [UserInterfaceController](http://ntenhoeve.github.io/#UserInterfaceController), which is responsible for showing information to the user and processing the information from the user using the objects in the lower layers (see[IntrospectArchitecture](http://ntenhoeve.github.io/# Architecture of an introspect application)).

The UserInterfaceContainer is an [IntrospectContainer](http://ntenhoeve.github.io/#Dependency Injection) that represents the [UserInterfaceLayer](http://ntenhoeve.github.io/#The UserInterface Layer) and holds and manages the [UserInterfaceController](http://ntenhoeve.github.io/#UserInterfaceController).

Note that this layer is the top layer, which means it may know all the objects in the lower layers but not visa versa! See [IntrospectArchitecture](http://ntenhoeve.github.io/# Architecture of an introspect application)

1. **UserInterfaceController**

The [UserInterfaceController](http://ntenhoeve.github.io/#UserInterfaceController) is responsible for showing information to the user and processing the information from the user using the objects in the lower layers (see [IntrospectArchitecture](http://ntenhoeve.github.io/# Architecture of an introspect application)).

An user interface could be any type of user interface, in example:

1. **Command line interface**

* [Command line interface](http://en.wikipedia.org/wiki/Command-line_interface) is a text-based user interface where the user (or client) issues commands in the form of successive lines of text (command lines).
* The user can be a person or another computer application (using a shell).
* See IntrospectApplicationForCommandLine.

1. **Desktop interface**

* A desktop interface is a [graphical user interface](http://en.wikipedia.org/wiki/Graphical_user_interface) for a computer with an [desktop environment](https://en.wikipedia.org/wiki/Desktop_environment)
* The user is likely to be a person
* Introspect has an desktop implementation based on ~~Swing for a computer using~~ [Swing](http://ntenhoeve.github.io/). See IntrospectApplicationForSwing

1. **Mobile interface**

* A mobile interface is a [graphical user interface](http://en.wikipedia.org/wiki/Graphical_user_interface) for mobile devices such as smart phones and tablets.
* The user is likely to be a person
* Introspect will have a mobile implementation using Android. See IntrospectApplicationForAndroid

1. **Web interface**

* A [web application](https://en.wikipedia.org/wiki/Web_application) is a [graphical user interface](http://en.wikipedia.org/wiki/Graphical_user_interface) for [web browsers](https://en.wikipedia.org/wiki/Web_browser)
* The user is likely to be a person
* Introspect will have a mobile implementation using Vaadin. See IntrospectApplicationForVaadin

1. **SOAP interface**

* The SOAP interface is an web service that allows other computer applications to interact via the [Simple Object Access Protocol (SOAP)](http://en.wikipedia.org/wiki/SOAP)
* The user is likely to be another computer application
* Introspect might have a SOAP implementation in the future

1. **RESTfull XML interface**

* The RESTfull XML interface is an web service that allows other computer applications to interact using [Representational State Transfer (RESTfull)](http://en.wikipedia.org/wiki/Representational_state_transfer) with [XML](https://en.wikipedia.org/wiki/XML)
* The user is likely to be another computer application
* Introspect might have a RESTfull XML implementation in the future

1. **RESTfull JSON interface**

* The RESTfull SJON interface is an web service that allows other computer applications to interact using [Representational State Transfer (RESTfull)](http://en.wikipedia.org/wiki/Representational_state_transfer) with [JSON](https://en.wikipedia.org/wiki/JSON)
* The user is likely to be another computer application
* Introspect might have a RESTfull XML implementation in the future

1. **JUnit interface**

* The JUnit interface is an interface to test objects in the lower layers (see [IntrospectArchitecture](http://ntenhoeve.github.io/# Architecture of an introspect application)), using the [JUnit test framework](https://en.wikipedia.org/wiki/JUnit)
* The user is the JUnit test framework
* See IntrospectApplicationForJUnit.

Please see the class hierarchy of the [IntrospectApplication](http://ntenhoeve.github.io/#The Introspect Application) class to find all the different user interface implementations. See GettingStarted section with specific instructions for each type of introspect application

1. **Action Methods**

Todo action method as main section

An action is a method in a [DomainObject](http://ntenhoeve.github.io/#Domain Objects) or [ServiceObject](http://ntenhoeve.github.io/#Service Objects) that is displayed by the [UserInterfaceController](http://ntenhoeve.github.io/#UserInterfaceController) as a menu item. An Action method is invoked by the [UserInterfaceController](http://ntenhoeve.github.io/#UserInterfaceController) when the user clicks on the menu item.

1. **Action Methods for Domain Objects**

[DomainObject](http://ntenhoeve.github.io/#Domain Objects)s may have ActionMethods that to do something with or for the given [DomainObject](http://ntenhoeve.github.io/#Domain Objects).

* ~~These ActionMethods are displayed as menu options in a form tab that represents the~~[~~DomainObject~~](http://ntenhoeve.github.io/#Domain Objects)~~.~~
* Example: an ShoppingCar object may have an ActionMethod such as checkout().

1. **Presentation**

ActionMethods of DomainObjects are displayed as menu items in the DomainObjectMenu.

**DomainObject menu**

TODO PICTURE Domain object MENU and table row context menu

1. The **DomainObjectMenu is displayed on the toolbar of a formview (that displays a DomainObject) or as a context menu when the user clicks on a row of a table view. The DomainObjectMenu allows a user to preform an action on or with a DomainObject. An DomainObjectMenu contrails all the actionMethods of the DomainObject and all actionmethod s of ServiceObjects that take the DomainObject as a parameter. Each ServiceObject is displayed as a sumenu**
2. **Action Methods for Domain Object Properties**

TODO change naming convention: <actionname><propertyname>

[DomainObject](http://ntenhoeve.github.io/#Domain Objects)s may have ActionMethods that do something with the value of a property (e.g. manipulate it).

* ~~These ActionMethods are displayed as menu options of a~~[~~DomainObjectProperty~~](http://ntenhoeve.github.io/#Properties)~~in a form tab that represents the~~[~~DomainObject~~](http://ntenhoeve.github.io/#Domain Objects)~~.~~
* The name of the ActionMethod for a [DomainObjectProperty](http://ntenhoeve.github.io/#Properties) must begin with the action name, followed by its property name

Examples:

* A ShoppingCar object may have an property lineItems thar has a propertyActionmethods such as addLineItems(LineItem lineItem) or removeLineItem(LineItem lineItem) or removeAllLineItems().
* A Customer object may have an property adress that has a PropertyActionMethod such as moveToNewAddress(Address new Addres)

1. **Presentation**

ActionMethods of DomainObjects are displayed as menu items in the DomainObjectMenu.

**Property menu**

TODO PICTURE property context MENU and field table row context menu

1. The **PropertyMenu is displayed as a context menu in a formview when the menu button of a referenceProperty or a row of a collectionproperty is clicked. The propertyMenu allows a user to manipulate a DomainObjectProperty. It contains all propertyactionmethods of and all actionmethod s of ServiceObjects that take the DomainObject as a parameter. Each ServiceObject is displayed as a sumenu**

**The Action Methods for Service Objects**

ServiceObjects always have one ore more ActionMethods.

• These ActionMethods are displayed by the UserInterfaceController as menu options in the main menu or in a form tab that represents the DomainObject.

1. • Examples: an CustomerService object may have an ActionMethod such as findCustomer(CustomerSearchArgument searchArgument).
2. **Presentation**

ActionMethods of serviceObjects can appear as menu items in the mainMenu, DomainObjectMenu, or PropertyMenu

**Main menu**

TODO PICTURE MAIN MENU

The main menu is displayed on a panel on the left hand side of the user interface (sometimes this panel is hidden bur it can always be made visible again using the main toolbar. The main menu provides the user access to the DomainObject s so that the user can work on them. The main menu contains all ActionMethods of ServiceObject’s

that either have no method parameter or have an parameterFactory.

ActionMethods of serviceObjects that take a DomainObject as a parameter and have no parameterFactory are displayed in DomainObjectMenu s and propertyMenus.

Each servicObject is always displayed as a sub menu

1. **Action Methods Convention**

Any method in a [DomainObject](http://ntenhoeve.github.io/#Domain Objects) or [ServiceObject](http://ntenhoeve.github.io/#Service Objects) can be an Action method, provided that it complies with the following convention:

* The method has no parameter or a single [DomainObject](http://ntenhoeve.github.io/#Domain Objects) parameter
* Its return type (if any) are types recognized by the Introspect framework (see below)
* The method is not a getter method or a setter method (see [DomainObjectProperty](http://ntenhoeve.github.io/#Properties))
* The method is not a BehavioralMethod
* The method is public (not private)
* The method is NOT static

1. **Action method names**

The name of an ActionMethod should describe the action and match the [Ubiquitous Language](http://martinfowler.com/bliki/UbiquitousLanguage.html) (in terms understood by both users and developers). Keep in mind that the goal of a user is almost never to create, update or delete objects. Method names like: createPerson, updatePerson and removePerson should therefore be avoided where possible. Method names like registerNewBirth, registerMarriage, registerPersonDeceased would be better names.

1. **Action method parameter**

An action method either has no parameter or a single [DomainObject](http://ntenhoeve.github.io/#Domain Objects) as a parameter. If not, the Introspect Framework will not recognize a method as an ActionMethod.

1. **Action method return value**

The [UserInterfaceController](http://ntenhoeve.github.io/#UserInterfaceController) renders the output of a method, depending on the type of the action method return value:

* No return value (void method): The [UserInterfaceController](http://ntenhoeve.github.io/#UserInterfaceController) will display a short message when the method has been executed
* [A primitive data type](http://ntenhoeve.github.io/null): The [UserInterfaceController](http://ntenhoeve.github.io/#UserInterfaceController) will display a message dialog that displays the return value after the method is been executed
* A [DomainObject](http://ntenhoeve.github.io/#Domain Objects): The [UserInterfaceController](http://ntenhoeve.github.io/#UserInterfaceController) displays the [DomainObject](http://ntenhoeve.github.io/#Domain Objects) in a form on a new tab.
* A [collection](http://en.wikipedia.org/wiki/Java_collections_framework) of [DomainObject](http://ntenhoeve.github.io/#Domain Objects)s: The [UserInterfaceController](http://ntenhoeve.github.io/#UserInterfaceController) displays the [DomainObject](http://ntenhoeve.github.io/#Domain Objects)s in table on a new tab. Note that you will need to annotate the Action method with a @GenericReturnType annotation in which you need to define the [DomainObject](http://ntenhoeve.github.io/#Domain Objects) type.
* A URI: The [UserInterfaceController](http://ntenhoeve.github.io/#UserInterfaceController) displays the contents of the URI on a new tab.
* A DownloadStream: The [UserInterfaceController](http://ntenhoeve.github.io/#UserInterfaceController) will open a "Save as" dialog" so that the file can be down loaded.

1. **Action execution modes**

ActionMethods can be annotated, so that the [UserInterfaceController](http://ntenhoeve.github.io/#UserInterfaceController) knows how the ActionMethod needs to be invoked after the user has clicked on the corresponding menu item. For more information see the ExecutionMode

* ~~@ExecutionMode(ExecutionModeType.EXECUTE\_METHOD\_DIRECTLY ): executes the method directly without user intervention~~
* ~~@ExecutionMode( ExecutionModeType.EXECUTE\_METHOD\_AFTER\_CONFORMATION): the~~[~~UserInterfaceController~~](http://ntenhoeve.github.io/#UserInterfaceController)~~opens a confirmation dialog. The method is executed after the user activates the confirmation button. The method is NOT executed when the user cancels the confirmation dialog.~~
* ~~@ExecutionMode( ExecutionModeType.EDIT\_PARAMETER\_THAN\_EXECUTE\_METHOD\_OR\_CANCEL): the~~[~~UserInterfaceController~~](http://ntenhoeve.github.io/#UserInterfaceController)~~opens a form on a new tab, so that the user can modify (edit) the~~[~~DomainObject~~](http://ntenhoeve.github.io/#Domain Objects)~~. The method is executed with the edited~~[~~DomainObject~~](http://ntenhoeve.github.io/#Domain Objects)~~as the method parameter, when the user clicks the confirmation button on the button bar. The method is NOT executed when the user click~~s on cancel in the bottom bar.

1. **Action behavior**

You can specify certain things about both the behavior and presentation of actions methods, such as their display name, icon, visibility, enabled state, etc with help of annotations or behavior methods. See sections on [ObjectBehavior](http://ntenhoeve.github.io/#Object behavior). DomainLayer IntrospectArchitecture

1. **Object behavior**

The IntrospectApplication, ServiceObjects and DomainObjects can have behavior that defines how the objects act or how they are displayed. Behavior can be defined with:

* methods that are recognized by the [IntrospectFramework](http://ntenhoeve.github.io/#The Introspect Framework)
* annotations that are recognized by the [IntrospectFramework](http://ntenhoeve.github.io/#The Introspect Framework)

TO-DO RECOGNIZED METHODS (see naked objects doc) TO-DO RECOGNIZED ANNOTATIONS (TODO verify if we missed a sections by inspecting ClassInfo and MethodInfo and PropertyInfo)

**Display Name**

The class names, domainObjectproperty names and actionmethod names are part of the ambiqiuos language (in terms both understand by users and developers) and should therefore match both the code and user interface.

**DisplayName Default**

Class names, DomainObjectProperty names and ActionMethod names in the code Base use names such as OrderService, orderLines, addOrderLine (using no spaces, camel case and no special characters)

If the user is a an human, more user friendly names are needed such as “Orders” “Order lines” and “Add order line”.

The IntrospectFramework will therefore convert these names to a human readable format when needed.

**DisplayName for multilanguage**

The framework supports DisplayNames for multiple languages. The UserInterfaceController calls the LanguageProvider to get the displayNames from a language specific property file. For more information see LanguageProvider.

**DisplayName for ServiceObjects**

It is recommended that the DisplayName of ServiceObject ‘s is the plural form of the DomainObject that the ServiceObject represents. In example: The displayName of CustomerService is “Customers”.

TODO IMPLEMENT:

The IntrospectFramework creates the plural DisplayName for serviceObjects by removing the “Service” suffix and append an “s” at the end (or replace the last “y” with “ies”). Use the DisplayName annotation if the default plural form is incorrect

**DisplayName Annotation**

In some cases the default DisplayName does not suffices, in example when:

* A different use of capital case is needed
* Special characters are needed that can not be used in the code
* The plural form of the default displayName of a ServiceObject is incorect

In these cases you can use the @DisplayName annotation before the class keyword, before the getter method of a property or before the ActionMethod.

TODO EXAMPLE ACMEWebShop

Note that the @DisplayAnnotation is intended for the English language only. Use the DisplayName for multilanguage for other languages

1. **Title**

DomainObjects that have identity (entities) need to have a dynamic title that help users to distinguish objects of the same type (e.g. Type customer versus “John Doe”). This title should exist of all the properties that identify the object. The title is therefore dynamic: it changes when the value of these properties change.

In example: The title of a customer could be a customer number, followed by the given name, followed by the family name. If the customer changes it’s name, than so does the title (but not its identity)

TODO is there a title annotation if so document it and inherit doc

**Default title**

The introspectframework provides a default title based on the properties that are normally displayed in tables. This is a best guess. It is therefore recommended to always implement the toString method

**Title (toString) method**

Define the title by overriding the the toString() method of your DomainObject

(TODO example with Customer toString and TitleBuilder)

**TitleBuilder**

Often an DomainObject can be identified by a single property. The toString() method can than simply return this property value to return the title.

TODO IMPLEMENT:

TODO INSERT DOCUMENTATION FROM TITLEBUILDER

In other cases a DomainObject is identified by multiple property values. In this case it is recommended to use the StringBuilder (see the example above). The TitleBuilder is an extension of the StringBuilder, but has some additional functionality such as

* The “append” methods will append a separator and a given value. You can use the default separator (a space) or use an “append” method where you give the separator as a first parameter followed by the value.
* The “contact” methods will append a given value without a separator
* Both “append” and “contact” methods will ignore null values or reference objects that do not have a toString implementation
* Both “append” and “contact” methods have methods where you can specify format values (e.g. date, time and numbers)

(TODO titlebuilder + example)

**Description**

Each DomainObjectProperty or ActionMethod can have a text to explain the class member more detail. This description is often displayed in a graphical user interface when the user hovers over the property or action menu.

**Description Default**

By default the description is the same as the DisplayName, but than it does not provide any additional information.

**Description Annotation**

TODO INSERT From ANNOTATION JAVADOC

The description can be defined with an annotation:

Syntax: @Description (string description)

TODO EXAMPLE

1. **Icon**

IntrospectApplication objects, ServiceObjects and DomainObjects can have icons that are displayed in graphical user interfaces. These icons help the user to quickly identify what they are looking at.

**Icon Default**

The IntrospectFramework will try to find an image with the same class name or actionmethod name but with the “.png” extension in the same package.

* Filename signature for object icon: <package>/<className>.png (e.g. c:/MyProject/src/customer/service/CustomerService.png)
* TODO VERIFY:Filename signature for ActionMethod icon: <package>/<className>\_<actionMethodName>.png (e.g. c:/MyProject/src/customer/service/CustomerService\_findCustomer.png)

Note: no icon will be displayed when the “<className>.png” file can not be found.

Note that currently the PNG image format is the only format that is supported. Adding more image types will slow down lookup performance.

**Icon annotation**

TODO INSERT From ANNOTATION JAVADOC

If you do not want to use the default icon, you can define an alternative icon by placing an Icon annotation before the “class” key word or before the ActionMethod.

Syntax: @Icon (iconName)

Parameter iconname: name of the alternative PNG file that represents the icon. This can be one of the PNG images of the Introspect Library or a PNG file you have put in the applications image folder (see PathProvider )

TODO EXAMPLE of class icon (User png from introspect lib) and actionmethod icon

(EditCustomer.png from image folder)

**Icon method**

Instead of the icon annotation you can also define the icon with a method recognized by the ReflectFramework. This allows you to change the icon dynamically during runtime, based on state (e.g. when the DomainObject Person is a male or female).

Syntax: public string icon<className or actionMethodName>()

TODO EXAMPLE

**Hidden**

TODO Insert documentation from file

TODO IMPLEMENT

DomainObjectProperties or ActionMethods visible on the userinterface by default,but in some cases you may want to hide them, e.g.:

* Because not all information needs to be displayed in the userinterface (e.g. a database id key or version number for optimistic locking)
* Because you want to limit the number of visible properties in a table (e.g. to limit the number of columns in a table to prevent the table to become cluttered with to much information)
* Depending on the state of a domain object you do not want to display inrelevant information
* Depending on the state of a domain object you do not want a user to activate an action method (e.g. hide an actionmethod “submit” once the domainObject already is submitted)
* Because a user is not authorised to see a property value
* Because a user is not authorised to activate an actionmethod

**Hidden annotation**

TODO INSERT From ANNOTATION JAVADOC

You can hide a DomainObjectProperty by putting the @Hidden annotation before the getter method or you can hide an ActionMethod by putting the @Hidden annotation before the ActionMethod.

Syntax: @Hidden (for, exceptForUsers, exceptForUserRoles)

Parameters:

* For: optional and for properties only: to indicate if the property should be hidden in FormViews, TableViews or both.
* ExceptForUsers: optional comma separated string of users names that are allowed to see the DomainObjectProperty or ActionMethod
* exceptForUserGroupers: optional comma separated string of user roles that are allowed to see the DomainObjectProperty or ActionMethod

**Hidden method**

TODO IMPLEMENT

You can also hide a DomainObjectProperty or DomainObjectActionMethod depending on the DomainObject state (the value of its properties).

If you have a Hidden annoration and a hidden method, both need to be true in order to hide the domainObjectProperty or ActionMethod.

Syntax: public boolean hidden<property name or actionMethodName>()

ReturnValue: a boolean that is true if the domainObjectProperty or ActionMethod needs to be hidden

1. **Disabled**

TODO Insert documentation from file

TODO IMPLEMENT

DomainObjectProperties or ActionMethods are enabled on the userinterface by default, but in some cases you may want to disable them. If something is disabled they are grayed out on the user interface. Disabled properties can not be edited (readonly) and disabled ActionMethod s can not be invoked.

You may want to disable items when:

* Not all properties need to be editable on the userinterface but the code might need a setter method to set the propery value when the DomainObject is created from the database.
* Depending on the state of a DomainObject you do not want the user to edit certain properties
* Depending on the state of a DomainObject you do not want a user to invoke an ActionMethod (e.g. prevent invoking actionmethod “submit” once the domainObject already is submitted)
* Because a user is not authorised to edit a property value
* Because a user is not authorised to invoke an actionmethod

Note that if an user is not authorized to change a [DomainObjectProperty](http://ntenhoeve.github.io/#Properties) or call an ActionMethod it is best to hide the method or property instead of disabling it. In general you do not want to confuse users (clutter the userinterface) with options that they are not allowed to use anyway.

**Disabled annotation**

TODO INSERT From ANNOTATION JAVADOC

You can disable a DomainObjectProperty by putting the @disabled annotation before the getter method or you can disable an ActionMethod by putting the @Disabled annotation before the ActionMethod.

Syntax: @Disabled ( exceptForUsers, exceptForUserRoles)

Parameters:

* ExceptForUsers: optional comma separated string of users names that are allowed to see the DomainObjectProperty or ActionMethod
* exceptForUserGroupers: optional comma separated string of user roles that are allowed to see the DomainObjectProperty or ActionMethod

**Disable method**

TODO IMPLEMENT

You can also disable a DomainObjectProperty or DomainObjectActionMethod depending on the DomainObject state (the value of its properties).

The @Disabled annotation and the disabled method have a logical AND function. Both need to be true in order to disable the domainObjectProperty or ActionMethod.

Syntax: public boolean disabled<property name or actionMethodName>()

ReturnValue: a boolean that is true if the domainObjectProperty or ActionMethod needs to be disabled

1. **Order**

TODO IMPLEMENT

TODO INSERT From ANNOTATION JAVADOC

The order in which the class members ( the properties and ActionMethods) are displayed can be defined with the @Order annotation. Note that the order of class members can not be changed during runtime.

The @Order annotation can be added before the getter method of a property or before an ActionMethod. Both Properties and ActionMethod s are ordered separately but use the same annotation.

Syntax: @Order (double sequenceNumber)

The sequenceNumber of the @Order annotation determines the position of the class member. The classmember with the lowest sequenceNumber will be shown first, a higher sequenceNumber later. Class members that are not annotated will be shown last.

It is recommended to use an interval (of let's say 10) between the sequenceNumbers so that you do not have to renumber all the existing @Order annotations every time you add a new class member in between. Otherwise you can always fall back on using decimals (e.g. 1.5 or 10.25).

TODO EXAMPLE

**Format**

TODO INSERT From ANNOTATION JAVADOC

Some property types such as date, time, number can be formatted with help of the Format annotation. Note that the format can not be changed during runtime.

The @Format annotation can be added before the getter method of a property.

Syntax: @Format (string pattern)

Please see the JavaDoc of the ... formatters to learn more about the patterns that can be used.

TODO find out which formatters

TODO example

1. **FieldMode**

TODO INSERT From ANNOTATION JAVADOC

Properties are rendered by the Userinterface layer as fields when the user edits a DomainObject in a form view. With the FieldMode you can select some alternative options for these fields. Note that the format can not be changed during runtime.

Syntax: @FieldMode (FieldModeType fieldModeType)

* FieldModeType.Multiline: renders a text field to edit a string with multiple lines
* FieldModeType.Password: renders a field to edit a password string (obscuring the input so that other viewers can not read the secret password)
* FieldModeType.richTextField: renders a field to edit a string, with formatting options such as bold, underline, italic,etc...)

TODO Verify all FieldModeType s and add missing ones

TODO EXAMPLE

1. **ExecutionMode**

TODO INSERT From ANNOTATION JAVADOC

ActionMethods can be annotated, so that the [UserInterfaceController](http://ntenhoeve.github.io/#UserInterfaceController) knows how the ActionMethod needs to be invoked after the user has clicked on the corresponding menu item. Note that the ExecutionMode can not be changed during runtime.

Syntax: @ExecutionMode(ExecutionModeType executionModeType )

* @~~ExecutionMode~~(ExecutionModeType.EXECUTE\_METHOD\_DIRECTLY ): executes the method directly without user intervention
* @~~ExecutionMode~~( ExecutionModeType.EXECUTE\_METHOD\_AFTER\_CONFORMATION): the [UserInterfaceController](http://ntenhoeve.github.io/#UserInterfaceController) opens a confirmation dialog. The method is executed after the user activates the confirmation button. The method is NOT executed when the user cancels the confirmation dialog.
* @~~ExecutionMode~~( ExecutionModeType.EDIT\_PARAMETER\_THAN\_EXECUTE\_METHOD\_OR\_CANCEL): the [UserInterfaceController](http://ntenhoeve.github.io/#UserInterfaceController) opens a form on a new tab, so that the user can modify (edit) the [DomainObject](http://ntenhoeve.github.io/#Domain Objects). The method is executed with the edited [DomainObject](http://ntenhoeve.github.io/#Domain Objects) as the method parameter, when the user clicks the confirmation button on the button bar. The method is NOT executed when the user clicks on cancel in the bottom bar.

1. **Parameter Factory**

The parameter factory allows you to create an object for an ActionMethod. This object can then be edited by the user (depending how the actionmethod is annotated, see ExecutionMode) after which it is passed as method parameter when the actionMethod is invoked.

The MainMenu will display all actionMethods of all registered ServiceObjects that can directly be executed (without the need of an opened DomainObject). This means that only ActionMethods that either have no method parameter or have an parameterFactory are displayed as menu items in the main menu.

**ParameterFactory annotation**

When adding the @ParameterFactory Annotation before an actionMethod, the UserIntterfaceController will first try to create a new DomainObject. This object can then be edited by the user (depending how the ActionMethod is annotated, see ExecutionMode) after which it is passed as method parameter when the actionMethod is invoked.

Syntax: @ParameterFactory

TODO EXAMPLE find customer with paramfactory annotation

**ParameterFactory method**

When adding the @ParameterFactory method (normally located after an actionMethod), the UserIntterfaceController will first get a new DomainObject from the ParameterFactoryMethod. This object can then be edited by the user (depending how the ActionMethod is annotated, see ExecutionMode) after which it is passed as method parameter when the actionMethod is invoked.

Syntax: public<domainObject type> prameterFactory<actionMethodName>()

TODO EXAMPLE OF ordersWithinPeriod METHOD

1. **Validation**

The UserinterfaceController sometimes let’s the user edit an DomainObject before it is passed as an ActionMethod parameter (depending on how the ActionMethod is annotated, see ExecutionMode ).

The UserinterfaceController then validates the edited DomainObject using the ValidationProvider before the ActionMethod is called.The ValidationProvider will use validationAnnotations and ValidationMethods that are located in the DomainObjects them selves to validate the domain objects.

**Validation annotations**

Properties can be validated by putting validation annotations before the getter method of a property. Validation annotations are often used for the more basic validations. The following sections will explain the specific validation annotations that can be used.

**Validation methods**

Properties and DomainObjects can also be validated with validation methods located in the domain class so that you can do more complicated validation using code.

ValidationMethods conventions:

* Syntax: validate<propertyname or businessrulename). E.g. for property: validateStartDate() or for business rule: validateCustommerAlreadyExists()
* Method may not have a method parameter
* Method must return a ValidationResult
* Method must be public
* Method may not be static
* May not change the state of the DomainObject

The following sections will explain the specific ValidationMethods that can be used.

**TYPES OF VALIDATIONS**

There are different types of validation

* Is the property mandatory?
* Has the property the correct format ?
* Is the property within the correct range?
* Does the DomainObject adhire to the defined business rules?

**Is the property mandatory?**

If a property is mandatory (must have a value) you can add one of the following annotations:

@NotNull

@NotEmpty

TODO EXAMPLE

**Has the property the correct format?**

Some properties require a certain format (such as property types: date, time and currency). This format can be defined by adding the following annotations:

@Regexp

@Mask

TODO EXAMPLE

**Is the property within the correct range?**

Add one of the following annotations if a property needs to be within a predefined range:

@GreatherThan

TODO SEE JSR??? TO FIND ALL ANNOTATIONS

TODO EXAMPLE

**Does the DomainObject adhire to the defined business rules?**

Business rules are needed when:

* Validation is more complex and can not be handled with ValidationAnnotations, but needs to be done with code.
* Validation requires multiple property values (e.g. start date must be before end date)
* Validation requires a different source in order to validate (e.g. check a repository if a name if unique, or ask the LanguageProvider for the localised format)

BusinessRules are defined by ValidationMethods.

TODO EXAMPLE

TODO SEE JSR AND SEE IF WE ARE MISSING ANNOTATIONS

TODO EXPLAIN VALIDATION RESULT

1. **TODO REMOVE FORMATTING SECTION**

TODO REMOVE LANGUAGE SECTION

1. **Getting Started**

This section is a how-to guide and explains all you need to know to create and deploy your own applications.

1. **Integrated Development Environment(IDE)**

Get your favourite IDE installed on your computer. If you are a newby in developing applications, you could try and install Eclipse. It is a great free IDE that you can download from the internet, plus Eclipse is used in all instruction videos, so if you do not have a preference for an IDE, I recommend starting with Eclipse. There are also other free IDE’s available that will do just fine. Next step is to download the Introspect Libraries from GIT into your IDE (TODO youtube video)

1. **Create your domain object's**

TODO

1. **Creating your Introspect application**

With introspect you can create different types of applications right out of the box: • Create a command line application • Create a desktop application • TODO Create a mobile application • TODO Create a web application • TODO Create a soap application • TODO Create a restfull XML application TODO Each application type has it’s own “getting started” video.

1. **Create a command line application**

(TODO youtube video)

1. **Create a desktop application**

(TODO youtube video)

1. **Create a mobile application**

(TODO youtube video)

1. **Create a web application**

(TODO youtube video)

1. **Create a soap application**

(TODO youtube video)

1. **Create a restfull XML application**

(TODO youtube video)

1. **Create multiple application types with the same domain model**

(TODO youtube video)

1. **Create a JUnit application**

See IntrospectApplicationForAndroid (TODO youtube video)

1. **Icons**

The Introspect user interface supports icons (see section on icons) or see the following tutorial video (TODO youtube video)

1. **Language**

The Introspect user interface supports multi languages (see section on LanguageProvider) or see the following tutorial video (TODO youtube video)

1. **Validation**

The Introspect user interface supports multi languages (see section on LanguageProvider) or see the following tutorial video (TODO youtube video)

1. **Authorization**

(TODO youtube video)

1. **Reports**

(TODO youtube video)

1. **Demo's**

TODO

1. **Downloads**

Source Code:

* [Git Hub Web Pages](https://github.com/ntenhoeve/Introspect-Framework)
* [Download Introspect projects as zip](https://github.com/ntenhoeve/Introspect-Framework/archive/master.zip)

1. **Documentation**

The documentation of the IntrospectFramework is generated from its JavaDoc (starting with the ReflectDocumentation file) and released in different formats and fora with help of the SoftwareDocumentationGenerator:

* [Documentation as Git Hub Wiki](https://github.com/ntenhoeve/Introspect-Framework/wiki)
* [Documentation as Web Page](http://ntenhoeve.github.io/)

**Development**

* [Issue Tracker](https://github.com/ntenhoeve/Introspect-Framework/issues)
* [Roadmap](https://github.com/ntenhoeve/Introspect-Framework/milestones)

TODO PUT ON GITHUB ROADMAP

Reflect 1.0

* Reflect methods: <reflectname><action method or propertyname>
* Complete doc (see all todo’s)
* Rename Introspect to Reflect

Eclipse order members tool?

ReflectForCommandLine

ReflectForJunit

ReflectForSwing

ReflectForAndroid

ReflectForLanguageFiles

Autocompletion for fields

Options for fields

Custom fields

Custom views

Different datastore support

Different authorization support

ReflectForSoap

ReflectForRestfullXML

ReflectForRestfullJSON

Logging all user actions support

* [About the developer](https://nl.linkedin.com/in/nilstenhoeve)